AN ANALYSIS OF THE HETEROGENEOUS IOT DEVICE NETWORK INTERACTION IN A CYBER-PHYSICAL SYSTEM

Abstract: The article is devoted to the study of existing technologies regarding Internet of Things (IoT) device interaction in a heterogeneous network. Since each smart home appliance can be controlled by a customer who aims to find a cost-effective and easy-to-connect product for their own connected home, there are certain functional limitations for devices from distinct manufacturers that may decrease the intention to merge them all into a single network. A variety of proprietary protocols and communication standards embedded by vendors make their products unable to interact with other vendor devices if the connection standard used is not identical. Also, an IoT product design refers to its own functionality, mainly excluding the possibility of integration into other existing infrastructure. As IoT equipment emerges on the market, the complexity of its connection to a heterogeneous network corresponds to the firmware and the standard unification according to modern demands. It means that potential users might face the necessity of overcoming these issues to achieve high performance in terms of network interoperability. In general, an IoT gateway operating as a middleware might have the potential to enable a network with distinct communication models to operate without failure or data loss. This task requires the received data to be converted into the format in which the data is intended. This paper includes a comparative analysis of existing IoT device interaction standards, connection protocols, and data transfer technologies, evaluating their features for an effective adoption of the proposed network architecture, which can be used to improve the interoperability of heterogeneous IoT devices.
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Introduction
The "cyber-physical system" term (CPS) was introduced by an employee of the US National Science Foundation, Helen Gill, in 2006 to designate a distributed system where information processing occurs directly in its components [1]. A cyber-physical system consists of devices that process information and communicate with their distributed environment using actua-
tors. The interaction is carried out either using other sensors or more complex mechanisms to convert energy from the environment into electricity. In other words, CPS devices interact with and respond to stimuli from the environment. Thus, CPS is an entity with two-way communication between physical processes and computing facilities.

A systematic review of CPS technologies [2, 3] highlights the following areas: wireless sensor networks, the Internet of Things (IoT), fog and cloud computing, etc., as the closest related to the subject. Most researchers indicate that the concept of “cyber-physical system” developed from the field of embedded real-time systems [4]. Such systems involve the integration of disparate devices (for instance, fire sensors and actuators) into a single computer network and ensuring their interaction through connection protocols. The increasing complexity of how computational and physical elements should interact and what their purpose is has given rise to the need for a new interdisciplinary approach.

Article analysis regarding this topic shows that among experts there is no common consensus on the mutual correspondence of CPS and IoT terms [5]: there are opinions about the partial overlap of the meaning of these two concepts [6], their equivalence [7], and the inclusion of the CPS concept in IoT [8] and reverse inclusion [9]. In general, there is a tendency towards the convergence of the CPS and IoT concepts; from a functional point of view, modern systems are considered to fit the definition of both terms.

It has prompted numerous extensive and ongoing studies on IoT-based cyber-physical systems. This is due to the rapid growth of network technologies. Currently, the main factor in delayed IoT development is the rapid increase of terminal devices based on this technology (14.3 billion devices in 2022 [10]). The growth of smart device usage, despite the numerous advantages of their use, also reveals drawbacks. Thus, there are difficulties with big data transfer as well as making optimal decisions when deploying IoT systems and ensuring the valid interaction of devices within the same network. The latter is further complex because of the competition between manufacturers engaged in this area [10].

The market is aggravated by the rapid development and modification of wireless communication technologies. As a result, today the majority of IoT products are very heterogeneous, with numerous other vendor devices that are not compatible to connect to. This circumstance might slow down the development of the entire industry. It is not helped by the lack of uniform standards, coupled with limited practical experience in sharing different devices.

The rapid development of IoT has led to the creation of institutions developing applied standards for implementation. International organizations [11, 12] and alliances of manufacturers and operators [13] are dealing with issues of standardization and its practical implementation. Nevertheless, despite the large number of interested parties, or, conversely, due to this, the efforts undertaken are mainly local, fragmented, and aimed at solving rather narrow problems rather than addressing the main issue.

Moreover, any IoT device must connect to a limited number of different objects via the Internet and other networks, so a universal and flexible modular architecture is a key element. There is currently no generally accepted architecture model for IoT devices, and the unification of the data exchange is a challenging task to achieve heterogeneous interoperability (functional compatibility). One of the challenges for creating a reference architectural model is the natural fragmentation of IoT devices. Each device depends on many and very often different parameters and requirements for performance or effective functionality. An additional challenge is the tendency for vendors to offer only their own platforms for their proprietary IoT applications.

The purpose of this article is an analytical review of existing protocols, the development of recommendations for their use, and their classification according to key criteria. To achieve
this goal, it is necessary to consistently identify the features of protocols, the stages of their interaction, and the key method of classification. The methodology is to determine the common place of each IoT network stage where elements might interact more effectively.

The rest of the paper is structured as follows: The IoT network topology is viewed in terms of three domains (device, gateway, and data) where heterogeneous IoT components have the potential to interact. After, each network stage analysis is represented with a brief key feature determination. Finally, a paper provides some thoughts for future work and concluding remarks.

**General IoT Network Topology**

The IoT concept significantly expands the capabilities of data collection, analysis, and distribution, which turn into information (knowledge for users). The Internet of Things is becoming a technology that is used to create a system consisting of interacting intelligent autonomous objects, which are complemented by sensors and actuators.

![Figure 1. Heterogeneous IoT device network topology.](image)

The architecture of the IoT network assumes the presence of the following functional domains: sensors (physical), gateways (control units), and applications for users [14]. Since the first edge level consists of actual devices, the “compatible” protocols need to ensure the interaction between sensors and with other levels (Figure 1). Standards are not suitable due to their inability to adapt to the unscripted conditions of the IoT network. For instance, the sensor, usually a miniature with a small memory, measures physical parameters in real time, most often under low-power conditions. The measurement results are processed by the sensor node and transmitted to the control unit. The amount of information generated by one sensor node is relatively small; however, most IoT services are built on the principle of processing information from many nodes, which is fundamentally different from the topologies adopted in standard documentation. Thus, we are faced with a new topology: many sensors and many receivers; in addition, the amount of traffic from a sensor node can be either very small or very large. Conventional application protocols are not designed for such use.

Also, there are several challenges, mainly related to security and device compatibility issues, at the physical level. The heterogeneity of available smart devices comes from their communication capabilities (protocols, technologies, and equipment). Therefore, this directly affects interoperability and successful adoption from users.
Devices Interaction (Message Protocols)

![Diagram of sensor interaction with DDS protocol](image1)

Figure 2. Interaction between sensors.

Among devices, the concept of a sensor node is usually considered. This is usually a component that can be a combination of information from several sensors (Figure 2). Therefore, many prompts can be performed inside their own network, for example, distributing information for redirection or temporary storage. The communication between sensor nodes is provided by the DDS (Data Distribution Service) protocol [15]. The message transmission itself is carried out using the request-response method. The protocol implements two basic operations: read and write. This does not remove information from the local DDS cache, and as a result, read operations can be implemented again if special parameters are specified.

![Diagram of sensor interaction with Getaway](image2)

Figure 3. Interaction of a sensor with Getaway.

Regarding the communication of sensors and the gateway (Figure 3), several tasks are usually implemented, such as registering and configuring a new sensor, data transfer and its redistribution. There are two basic protocols used in this part of the network: XMPP or COAP.

XMPP (Extensible Messaging and Presence Protocol) is an extensible protocol for exchanging messages and presence data [16]. It uses device addressing using JIDs (the address of an XMPP entity, a Jabber Identifier) over a TCP connection. The messages themselves use XML text format (see Data Representation section) and are activated via request-response. Using XMPP, it is possible to connect a smart thermostat to a gateway, accessing it from a mobile phone. The advantages of this protocol are also security and scalability, which makes it suitable for creating multi-protocol solutions in a small personal Smart Home network, where the use of lighting and climate control systems dominates.

COAP (Constrained Application Protocol) is a specialized data transfer model created for devices with limited resources and low power consumption [17]. The operating principle of COAP is similar to HTTP - it also uses GET-PUT requests over a UDP connection. The gateway can use queries to control and monitor sensors. Its request will check a status flag, but data will continue to be sent (status streaming) even after the original message has been delivered. For example, this protocol is used to work with indoor temperature sensors.

Thus, the gateway can perform the functions of collecting information, organizing request queues, distributing, and storing data on demand to transfer to the server (cloud). When the load on the network increases due to the appearance of a server (cloud) in the topology, the MQTT or STOMP protocols are usually used (Figure 4).
MQTT (Message Queue Telemetry Transport) is a data exchange technology for telemetry and remote monitoring [18]. Allows smart devices to send and receive data only when a specific event occurs. This means that we have a binary protocol running on a TCP connection. The protocol uses a "request-response" and allows you to control the parameters of QoS ("quality of service"), such as characteristics of sending messages as speed, latency and data loss, thereby giving data certain priorities. Because of this, queues of requests are created that the gateway enables to classify data. This protocol is used in busy networks with a large number of devices to reduce the load on the communication channel by organizing such queues.

Table 1 depicts a comparative analysis of presented standards in terms of various communication patterns support (see Getaway Interaction section).
Table 1. IoT messaging protocols analysis.

<table>
<thead>
<tr>
<th>Message protocol</th>
<th>Purpose &amp; Key features</th>
<th>Request-Response</th>
<th>Asynchronous messaging</th>
<th>Discovery</th>
<th>Multicast Routing</th>
<th>Event Subscription</th>
</tr>
</thead>
<tbody>
<tr>
<td>DDS</td>
<td>Only for receiving and sending data on networks with a large number of nodes. Availability of cache (history), support for basic synchronization.</td>
<td>Supported</td>
<td>Supported</td>
<td>Supported</td>
<td>Supported</td>
<td>Not supported</td>
</tr>
<tr>
<td>COAP</td>
<td>For devices with low power consumption without specific parameters. Binary protocol for networks with limited bandwidth.</td>
<td>Supported</td>
<td>Supported</td>
<td>Supported</td>
<td>Not supported</td>
<td>Not supported</td>
</tr>
<tr>
<td>XMPP</td>
<td>For network with small number of nodes. Component identification, supports device search.</td>
<td>Supported</td>
<td>Supported</td>
<td>Not supported</td>
<td>Supported</td>
<td></td>
</tr>
<tr>
<td>MQTT</td>
<td>Used for multi-device networks procedures for recording device statuses, a request queuing mechanism. Maintains quality of service, ensures message delivery is verified.</td>
<td>publish-subscribe only</td>
<td>Supported</td>
<td>Not supported</td>
<td>Not supported</td>
<td>Not supported</td>
</tr>
</tbody>
</table>

Getaway Interaction

After conceptually creating heterogeneous network access points, the main work is to find an approach for a gateway to receive and process the actual data. Data transmitted from these networks contains a large amount of invalid information, such as processing sensor statuses. In addition, all types of sensory information are used in different formats, and interpretation will require a large amount of system resources.

To create a complex IoT hardware structure, a developer needs to take advantage of existing server technologies and, very importantly, cloud services. However, in case of sending any sensor readings from a low-power board, it is necessary to include an additional hardware link in the "sensor-server" interaction scheme (see Figure 4), ensuring reliable and cost-effective communication of the IoT device with other domains.

The main goal of an IoT gateway is to successfully implement data transformations. The gateway develops a standard format middleware protocol for various heterogeneous data during processing [14]. Any prompt can be converted to a standard format regardless of what message format is received as the corresponding data adaptation protocol script is loaded.
Moreover, it can ensure the integrity of the received data. The data can be analyzed according to the prior rule, extracting effective information for further processing. To build multiprotocol IoT network, a combination of wireless local, mesh and wired technologies is required; therefore, gateway should have a heterogeneous feature.

In terms of functionality, gateways can be as shown in Figure 6.

![Figure 6. Functionality types of IoT gateway.](image)

With passive gateways, new smart equipment, such as sensors, must be configured manually. For example, a user needs to remove old devices that are no longer part of the network [20]. Semi-automated gateways can immediately communicate with a new component but cannot automatically support setting all its parameters during installation [21]. Finally, fully automatic gateways allow new IoT devices to be self-configured and thus quickly solve heterogeneity problems in data transmission [22].

Before claiming the network architecture, a user should choose a gateway to achieve maximum network performance and avoid overloads and network failures for one reason or another. To do this, it is necessary to evaluate in advance the possibility of using a particular communication model for incompatible devices. As the gateway starts to develop, the IoT system risks in serious code rewriting, as it is crucial to determine how the gateway interacts with the outside elements.

REQUEST – RESPONSE (Figure 7) communication template is implemented involving a user (client), that makes requests to some service software on a server (a responder).

![Figure 7. Request-Response interaction topology.](image)

For instance, if any sensor is a client and an IoT gateway is a server, the sensor decides when to transmit its own readings to the server. The server, if sensor data is needed, will not be able to request it on its own. When the sensor is a server and the gateway is a client, the sensor can be polled at any time. However, in this case, anyone can connect to the gateway in terms
of security [23]. Thus, an interaction between the client, the server, and the system should be more complicated.

As Table 2 shows, there are some features analyzed in terms of communication patterns for an IoT gateway interaction model.

<table>
<thead>
<tr>
<th>Model</th>
<th>Purpose</th>
<th>Key Features</th>
</tr>
</thead>
<tbody>
<tr>
<td>REQUEST – RESPONSE</td>
<td>Basis of service-oriented architectures, web services and REST solutions, especially if the project architecture involves master and slave entities.</td>
<td>Practical template used by HTTP, COAP, XMPP (see Section Device Interaction)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>When both entities request data from each other, it is not possible to create bidirectional data exchange</td>
</tr>
<tr>
<td>EVENT SUBSCRIPTION</td>
<td>Client notification in case of predefined event occurs [24]</td>
<td>Used by HTTP, COAP, XMPP.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>There is no need to constantly poll the server.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Data is transferred not upon request – decrease the number of prompts.</td>
</tr>
<tr>
<td>ASYNCHRONOUS MESSAGING</td>
<td>Gives ability to send messages between peer systems located at the same level of hierarchy [25]</td>
<td>Used by XMPP.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Involves bidirectional messaging.</td>
</tr>
<tr>
<td>MULTICAST ROUTING</td>
<td>Message delivered through an intermediate (getaway), where it is forwarded to multiple recipients [26].</td>
<td>Network load reduction as the single message is delivered.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Data transmission with multicasting is more difficult to protect as after the intrusion there is a possibility to bypass restrictions and change to another communication model.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Significant proportion of data transmitted in this way is not used by recipients.</td>
</tr>
<tr>
<td>DISCOVERY</td>
<td>Identification data of new devices is compared with the data of the equipped nodes in the network [27].</td>
<td>Host device accesses their factory IDs as well as other nodes in IoT network.</td>
</tr>
<tr>
<td></td>
<td>Used to get initial identification parameters of new devices.</td>
<td>XMPP supports this pattern.</td>
</tr>
</tbody>
</table>

Finally, reviewing these patterns and their open specifications, it is possible to claim that the compatibility of IoT devices is reachable with existing technical models. Likewise, by using open, standardized, interchangeable components, the need to build expensive infrastructure can be avoided.

In general, a multi-protocol gateway is a technology that enables data transfer between networks with different communication models. The task of interoperability requires converting the received data into the standard format for the device for which the data is intended. In a typical scenario, a gateway can be a device that operates over various device protocols and
data formats. At the same time, the gateway becomes an ideal tool for creating a management interface for the entire smart home. During the exchanging of messages with network nodes (sensors, devices), it can support and collect data about them [28].

The authors [29] propose another gateway approach based on the IoTivity platform (Linux). This gateway is focused on providing interoperability between devices with non-IP-based communication capabilities. One of the advantages of this gateway is that the network immediately recognizes the new component after establishing communication with the gateway. In [30], the authors presented a use case for a multi-protocol gateway where a weather station with two wireless nodes transmits environmental data to the gateway. The gateway, acting as the central element of the system, then delivers environmental data to the cloud server. One of the main positive features is that it allows you to connect new wireless network nodes and transfer data to any data analytics service hosted in the cloud. This provides flexibility in data storage and visualization.

These multi-protocol gateways have one thing in common: sensor measurement results are processed by the gateway and transmitted to the server (cloud). The amount of information is relatively small; most sensors are quite primitive because they constantly transmit data only about the controlled parameter; however, sensors are built on the principle of endless data generation, which means the gateway needs to process this information from a huge number of such devices on the network. Some studies estimate that solving the interoperability problem requires efforts in the elimination of so-called closed ecosystems [31], while data collected and transmitted through the interaction might operate seamlessly for user benefits [32].

Moreover, research has been carried out on the development of the architecture of unified smart home gateways [33, 34], where most use an architecture based on the OSGi standard (Open Services Gateway Initiative) - a specification for Java applications with a service for installing dynamic modules without stopping and restarting the entire process [35]. The results of these studies were able to ensure that different protocols work together in a home network. For example, [33] proposed an OSGi architecture for discovering and installing new devices using barcodes and smartphones. The same approach to creating a single gateway is given in [34], where the essence is to use a set-top box or smartphone as a server hub for unified interaction via Wi-Fi with other "smart" devices. Despite this, the researchers conclude that smartphones are not always located in a fixed location in the home and cannot be the main gateway of a smart home system.

Another study [36] proposed an approach where an “openHAB” (a free home automation solution) [37] ran through a single gateway on top of other wireless interfaces, but to add a new device type, users must manually write configuration files. This task requires programming skills as well as deep technical knowledge, which is difficult for most regular clients. However, its use does not require device manufacturers to make any changes to their products; all changes are made on the server.

Using the gateway, it can implement various options for processing the messages from sensors. Even quite complex operations might create a load that will slow down the entire system. As a result, the gateway can be considered as solution for preparing data from low-power devices before sending it to the cloud or server. As getaway delivers readings, there are other approaches that can help protect data, ensure high transfer rates, and eliminate latency. The raw flow of information from the sensor to the server may seem like a simple and convenient solution, but grouping, batching information, or even collecting disparate indicators into packages and sending them to the server in the form of a single file can achieve high-quality data transfer.

In order to organize findings, Table 3 shows main proposed features of getaway after the literature review.
Table 3. Getaway purpose in the heterogeneous IoT network.

<table>
<thead>
<tr>
<th>Getaway Purpose</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>data aggregator</td>
<td>To be able to gather data coming from other devices. Small devices can handle many tasks on their own, but if they are overloaded, limitations in memory and processing power can slow down the entire network, bringing it to a near-inoperable state. Integrating devices using a gateway makes it possible to transmit data over long distances, which solves spatial location problems.</td>
</tr>
<tr>
<td>mini PC</td>
<td>To be equipped with single-core processors with RAM to be able to respond as quickly as possible to control inputs and changes in sensor indicators.</td>
</tr>
<tr>
<td>any network solution</td>
<td>To be able to connect to specialized networks with existing equipment, as it may need to disconnect from one network to connect to another without interrupting communication.</td>
</tr>
</tbody>
</table>

**Data Interpretation**

To realize unification among different message formats and to make it easier to convert them, JSON and XML are «easy» data exchange formats to meet these requirements. These are open data formats when the message itself contains field identifiers that depict the context and size of the message and determine the behavior of algorithms that read the message and provide access to its contents [38]. It allows for the creation of IoT systems that are adaptive to changes in prompt content and do not require actual support.

The XML (Extensible Markup Language) format uses a set of elements (tags) and contextual data fields (text) [39]. Tags allow to interpret the meanings of data fields and process them. This format is based on the Unicode encoding (UTF-8, UTF-16) and is easily adjusted to any specific needs of a message to be interpreted as a document.

This format may contain databases or certain application settings. The use of an XML data format in IoT serves the purpose of effective information exchange. Thus, it is convenient to exchange the required data between different IoT devices because the XML markup language is used by the owners of various operating systems.

To work correctly with XML, element names are first selected, and then the corresponding DTD (Document Type Definition) description or schema is determined based on them. There are entities which can be pieces of text or special characters inside the XML message (Figure 8). Using entities helps avoid repeating the same phrase or information during the next prompt.
Figure 8. XML format example.

JSON (JavaScript Object Notation) is a message format based on JavaScript language syntax and offers lightweight data exchange for users and IoT devices. It can be used with any programming language, as there is ready-made code for creating and processing data in JSON format [40]. Using simple syntax, it allows to represent any data type, from a single number to strings, arrays, and objects, in plain text or by creating complex data structures (Figure 9).

The object (Figure 10) begins with "{" (opening brackets) and ends with "}" (closing curly brackets). Each name is followed by a ":" (colon), and key/value pairs are separated by a "," (comma).
The message format between two incompatible devices can be specified by JSON package. Each message is a separate object. An object is an unordered collection of key-value pairs. The key can only be a string, and the value can be any format. Typically, JSON allows data to be exchanged without any reloading or delay and makes requests by passing GET or POST requests.

<table>
<thead>
<tr>
<th>Data format</th>
<th>Advantages</th>
<th>Disadvantages</th>
</tr>
</thead>
<tbody>
<tr>
<td>XML</td>
<td>It is convenient for the required data to be exchanged between heterogeneous platforms because the XML markup language is used in various OS. Easy to adapt to any specific needs as it is based on Unicode encoding. Attributes to elements allow additional parameters to be stored within the same message.</td>
<td>XML syntax is redundant. The XML-document size is significantly large. The cost of storing, processing and transmitting data increases. Modeling ambiguity. There is no generally accepted methodology for modeling data in XML. There is no data type syntax.</td>
</tr>
<tr>
<td>JSON</td>
<td>Universal data structure: any modern programming language (PL) can support this format as there are functions and libraries for reading and creating JSON. Syntax is tight. Allows to present any data from a single digit to strings, arrays or objects.</td>
<td>Not able to report the encoding format on a prompt. Security issues. Server-Client interaction is set up independently as if an additional function is called, arbitrary code is created, which in practice can already be a security risk.</td>
</tr>
</tbody>
</table>

**Evaluation**

As was mentioned above, the getaway implements the functionalities of a mediator for heterogenous cyber-physical components. It means that a possible architecture needs to be adapted to the constraints of such an IoT system. Firstly, it can be stated that all communication between incompatible devices can be based on the MQTT standard. It operates in a publish-subscribe model, meaning that a sender device does not send prompts directly to a recipient component. Instead, all messages are published, and the receiver subscribes to forthcoming messages. Thus, it hard to penetrate the code during the operation as it contributes to the security reliability of a possible IoT system.

Secondly, considering concepts of distributed computing, light-weight structured JSON avoids overhead in messages and can be encoded without special requirements by any heterogeneous component of an IoT system. Lastly, asynchronous data transmission is used to allocate resources on devices, to balance all operations and to call functions on time.

Figure 11. Proposed heterogeneous network.
Figure 11 depicts an example of a heterogeneous network where a getaway-based distributed architecture is highlighted. On-time programs and firmware updates, access policies and security regulations are all part of IoT device management [14]. The sensor node must get all data in a readable format. So that, the getaway requests information about the locations of files or commands to upgrade the node. Moreover, there is the universal data protocol (MQTT) to send commands to any device as a payload. This type of data can contain configuration settings that enable the device to follow security procedures (JSON objects). Security requirements are recommended to be the focus of future studies.

The given concept is designed to evaluate configuration methods from initially incompatible elements to their successful control in the IoT network. As Castellanos et al. [30] stated, interoperability can be described by the following operation management requirements (Table 5).

<table>
<thead>
<tr>
<th>Property</th>
<th>Feature</th>
<th>Importance rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scalability</td>
<td>The system can be scaled both horizontally and vertically as a user can add any device even not compatible with the current network infrastructure.</td>
<td>from 0 to 9</td>
</tr>
<tr>
<td>Traceability</td>
<td>A user can receive device real-time status, last response information.</td>
<td>0 - 9</td>
</tr>
<tr>
<td>Nonrepeating</td>
<td>Unable to initiate identical commands.</td>
<td>0 - 9</td>
</tr>
<tr>
<td>Adaptableity</td>
<td>Able to send any-sized messages.</td>
<td>0 - 9</td>
</tr>
<tr>
<td>Security</td>
<td>Getaway allows to transmit settings, an appropriate response to the requesting device without intrusions as it sends encoded data.</td>
<td>0 - 9</td>
</tr>
<tr>
<td></td>
<td>Sensor nodes are able to deliver requests despite network or system failures as the getaway receives data using protocols.</td>
<td></td>
</tr>
</tbody>
</table>

To evaluate the proposed network structure, the mathematical model of the interoperability (I) of the heterogeneous IoT devices is represented as following:

\[ I = S_n \times R_n \] (1)

where \( S_n \) – a set of n-number of sensors or actuators and \( R_n \) – quantitative representation (importance rate) of interoperability parameters \( (r_n) \) brought to a single scale.

In other words, \( S_n \) can be described as a set of n-devices in the form of \( n \times n \) matrix. Regarding \( R_n \), this is a set of elements of size \( n \times r_n \) which is matrix of interoperability parameters for evaluated interaction of each device with another. Then the combination of sets (1) characterizes the interoperability of interaction between devices.

The connection between devices and gateways can be described as a set \( S_g \) of size \( n \times m \), where \( m \) – is a number of gateways used in the network. Let us define a set \( R_g \) be a size of \( n \times r_g \), the elements of which are the quantitative interoperability parameters of each device when interacting with the gateway, brought to a single scale. Then (2) represents the interoperability at the connection points of the gateways:

\[ S = S_g \times R_g \] (2)

where \( S_g \) is a set of size \( m \times r_g \).
Next, the relative evaluation in terms of the interoperability can be described as following:

\[
A_I = \frac{\sum_i^n i_y + \sum_j^n s_y}{I_{\text{max}} + S_{\text{max}}}
\]  

where \(A_I\) – is assessment rate of device compatibility as \(I\) corresponds to device self-interaction (see Figure 1). \(I_{\text{max}}\) and \(S_{\text{max}}\) goes to maximum possible values of device-device and device-gateway interaction, correspondingly. Also, \(i_y\) – are elements of \(I\), and \(s_y\) – are elements of \(S\).

Due to the fact that some parameters change over time, a time-dependent model is shown as:

\[
A_I = \frac{\sum_i^n i_y(t) + \sum_j^n s_y(t)}{I_{\text{max}} + S_{\text{max}}}
\]

This model is useful to design an IoT environment and determine the current interoperability features for all three stages of interaction (see Figure 1). Working with all three models for relative assessments, it is possible to make a further quantitative and qualitative assessment of the state of the entire system. Moreover, the network entity edition as well as compatibility requirements can be accomplished by adding, changing, or deleting rows and columns in the corresponding sets.

**Conclusion**

Unification of data formats and message protocols in a Smart Environment will ensure the invariance of IoT products, which will eliminate dependence on the vendor and help reduce the cost of implementation, use and development for common people. The rapid development and modification of wireless communication technologies is affecting the IoT market. It is very heterogeneous, filled with a large number of devices that are not always able to interact with each other. This fact slows down the whole development of the industry. The lack of uniform standards, coupled with limited practical experience in sharing heterogeneous devices. Existing requirements for the data format and message protocols for devices have been presented and analyzed. It gains in the process of a reasonable choice of suitable protocols and developing a rational format for transmitted data.

The given features can be used in the development of IoT systems by expanding the used functionality of the devices, using various encoding and transferring principles for obtaining information and managing a variety of physical and software processes in the interests of local users.

It is important to note that security features are not the focus of this study and are recommended for future studies. Regarding the proposed network, it is obvious that it is crucial to choose a gateway to avoid overloads and predict network failure scenarios. To do this, it is necessary to assess in advance the possibility of using a particular pattern, protocol, or message format to increase the degree of system stability, as well as gateway technical properties as its RAM and processor.

As was mentioned above, generally, in a short time, it is possible to present a heterogeneous, efficient IoT network with maximum performance for several specific requirements. The development of such requirements will contribute to the future development of this topic, and, accordingly, will make life easier for IoT product users and provide new scientific issues for Smart Home researchers.
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